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In C++, a string is a sequence of characters represented as a contiguous array of characters terminated by a null character '\0'. It is a standard library class that is defined in the header file "string".

C++ provides two types of strings:

1. C-style strings: These are arrays of characters terminated by a null character '\0', and are commonly used in C programming.
2. C++ strings: These are objects of the std::string class, which provides several methods and features for working with strings.

Difference between cstyle string and cstring in c++

Eg: char str1[] = { 'h', 'e', 'l', 'l', 'o', '\0' }; // C-style string

char str2[] = "world"; // C-style string

C-style strings are represented as arrays of characters terminated by a null character (**'\0'**). They are a fundamental data type in C and C++, and are widely used in C++ code that interfaces with C libraries or APIs. C-style strings have a fixed size and do not support dynamic resizing or many of the string manipulation functions provided by the **std::string** class. They are also prone to buffer overflow errors if not used carefully.

The **std::string** class, on the other hand, is a C++ class that provides many powerful string manipulation functions and supports dynamic resizing. It is a part of the C++ Standard Library and provides a safer and more flexible alternative to C-style strings. **std::string** objects can be easily concatenated, searched, and modified, and can be resized as needed.

Here are some differences between C-style strings and the **std::string** class:

1. C-style strings are represented as arrays of characters, while **std::string** objects are C++ objects.
2. C-style strings have a fixed size, while **std::string** objects can be resized dynamically.
3. C-style strings are terminated by a null character (**'\0'**), while **std::string** objects keep track of their own length.
4. C-style strings do not provide many built-in string manipulation functions, while **std::string** objects provide many powerful functions, such as **substr()**, **find()**, **replace()**, and **insert()**.
5. C-style strings can be prone to buffer overflow errors, while **std::string** objects automatically manage memory allocation and deallocation, and are less prone to such errors.

|  |  |  |
| --- | --- | --- |
|  |  |  |
|  |  |  |
|  |  |  |

Differnece between c-sytle string and character qrray in c++

In C++, a character array and a C-style string are not exactly the same, although they are closely related.

A character array is simply an array of characters, which can be defined as follows

Char arr[10];

A C-style string, on the other hand, is also an array of characters, but it is terminated by a null character (**'\0'**). This means that the last element of a C-style string is always **'\0'**. C-style strings are often used to represent text in C++ programs.

Char arr[] = “djdjd”;

This defines a C-style string with the contents "Hello". Note that the size of the array is not specified explicitly. Instead, the compiler automatically determines the size of the array based on the size of the string literal plus one for the terminating null character.

So, while a character array is simply an array of characters, a C-style string is a special kind of character array that is terminated by a null character.

In C++, a character array and a C-style string are closely related, but there are some differences between them.

A character array is a fixed-size array of characters, declared using the `char` keyword followed by the array name and its size in brackets. Character arrays can be used to store and manipulate strings of characters, but they do not have any built-in functionality for string manipulation. Character arrays are typically manipulated using functions such as `strcpy()`, `strcat()`, and `strlen()`, which are defined in the `cstring` header.

On the other hand, a C-style string is a sequence of characters terminated by a null character `'\0'`. C-style strings are typically declared using a character array initialized with a string literal. For example:

```cpp

char str[] = "Hello, world!";

```

In this case, `str` is a character array initialized with the string literal "Hello, world!", including the null terminator.

C-style strings have built-in functionality for string manipulation, including functions such as `strcpy()`, `strcat()`, `strlen()`, `strcmp()`, and many more. These functions are defined in the `cstring` header and operate on null-terminated character arrays.

The main difference between a character array and a C-style string is that a C-style string includes a null terminator, while a character array may or may not include a null terminator. This means that C-style strings can be used with a wide range of string manipulation functions, while character arrays need to be manipulated using specialized functions defined in the `cstring` header.

Difference Between Character Array and String

![Character-Array-string-1](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD/2wBDAAYEBQYFBAYGBQYHBwYIChAKCgkJChQODwwQFxQYGBcUFhYaHSUfGhsjHBYWICwgIyYnKSopGR8tMC0oMCUoKSj/2wBDAQcHBwoIChMKChMoGhYaKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCj/wgARCACHAooDASIAAhEBAxEB/8QAGwABAAMBAQEBAAAAAAAAAAAAAAMEBQYCAQf/xAAYAQEBAQEBAAAAAAAAAAAAAAAAAQIDBP/aAAwDAQACEAMQAAAB/VAAAAAAAAAAAAAAAAAAAAAYlC/QNGbxY3YkoiSiJKIkoiSiJKIkoiSiJKIvM8RpjEAAAAAAAAAAAAAAAAAAAAAAAAAAAAxKF+gaVmrY6308j1WnqRhR+82Oj88/9k67ltfFtv8AjzHGv7g4dP0XT5fptX08q9Re441RzgAAAAAAFHgP0jPMSl0UxzcXRwnLdLZljXwN+rXF++ppRieulr1l0d6GS9pVrlv5f0WzGnPydHFLgedn0QdNj7Fn5fqdLAuR96AchLr3YodTh7lnB0+5zpcn1veq42t1OoYXX4e4mJQv0Fv2MqXtrQZ6tBnjQZ40GeNBnjQZ40K0CLcuerQZ40PFL3HQDjkAAAAAACj6jkoZZqOV2y+Dx7hmBCTOa2S4Dx7hmBXLDBtmmCOSGYAMP6bYHj3CTFIuufpnWMrVEkXszqF+hHuX3P31VWhVWhVc3Llvsb7Ww5rpD6w9AuKl+o1oVVoVfc/yNkccgAAAAAAZ8kclMvUHKdWAEM0MygnOdH59AEM0MwByHUzACGaGZQTmdW/6AEM0JMDnc/shFKD159GdQv0ItTV5vRr08j1k6qOI1OiRwfQbhODu9eXg7/Wo4jX6DxZK+fNX08j08/Y1IPOLxm45/wAanSXcfYyHBZd4/JutTq/X5xp29o4O0dkrWTMktqqLYqLYqLYzprYqLYqLYqLYzprYqLYqLYqLYzprYqLYqLYqLYqQ6IqLYqLYqLYqST+oxqF+gTywTejX15+1zctyph5zdOFJK1mzLl6nivZ6zdWI9QWJxtcj1Wkjyt9ffHqLmLuZXOct66dpPvc9tYT8vsszn/PReTh9jsUct46xFG8UAAAByud0PmMy1FfrJW5ihpx3jk9C5KmXc9eV85m5ARwaHkq1enyyiu2DOz92rGJ0VLVs2woAAAGJQv0D3LBL6tenkvp5FC9x+lmdC4KydpU5mE7dxn07JxPQVrPK308j17ikk6AebICldpVjc/vYHS+eu5Lpa6NHX4y4pi4pXQAAAAAAAAAAAAAAAAAAAADEoX6B8lg9+vciNUiMRV7qKM1gZ3zSGZdmGbekEiNUiMSSV5sukHlwAgnGE3WmF62xSpXsi3Pgw4a/QdvneigMQAAAAAAAAAAAAAAAAAAADEoBt/A+AAAAAAAAAShcAAAABW581fn0089UYn//xAAvEAABAwMCBAMJAQEBAAAAAAADAAIEAQUSExQQESA1BhUzIiMwMTI0QENQISUk/9oACAEBAAEFAv5V77R4X7EJuY9Nq02rTatNq02rTatNq02rTatNq02rTatNq02rTatNq02rTatNq02qlMDf2r32jwv2KP6P4lfW/tXvtHhfsUf0eiSZsePBdcjtgT8ACucUgW3SNUESSOUO1zZM0sG8Mkkk3MJ7fJucaKV9zjNjwZoprOj9/wDavfaPC/Ygej0Sg0kRoFbjHHs5zIceFIahxJeztI5Qo5I0qZLFHlDMWEd3hocclL0UZogLARjoXR+/8CbWtIcc5Rx490IS5R7tNMvOSPjtPu58LOpPDvaFfnOZaGGIKaG8mcvNJykXknKNSkm6xmalvtH+2svpxzmHb23QnmYbrNLSt4LoMJvpkcVa3jw/TlBWuYTDXYsZSbpKEQl2MBkmQ6dHuepHudrZQVzRDFFfI9yPHtZrrITLuVqlXA0i23+S0IhYV8QK99o8L9iB6XxjAEeg2MEzo/f+ARlCMdAjuQbZECcUCOJVtkWodi8U8NuBFraoz4kFSQMkhLCAWSK0wxLZA5vtcV9Gw3tnVtYwgghrHh1pzo63xnCbbIjZA4McdHW2K4boLhyQWuPFra4xIsVPt8Z8ctphle+DHfQkCOVSrb7ittiukQYxRSlWKGrq2iFUdLfGotjH5ntItk+PuYdIxfN1e+0eF+xDlBazdgW7At2BbsC3YFuwLdgW7At2BbsC3YFuwLdgW7At2BbsC3YFuwLdgW7AhHEWT+BqP55kWZFmRZkWZFmRZkWqTPMizIsyLMizIsyLMiqUlFmRZkWZFmRZkWZFmRPKRrMyLMizIsyLMizIsyLMiaUlaZkWZFmRZkWZFmRZkQnVcr32jwv2IQB1HtxLbiW3EtuJbcS24ltxLbiW3EtuJbcS24ltxLbiW3EtuJbcS24ltxLbiQhMZI/Ab8+EgpWzLdc3yHQdesTh+3gV2mIco7aQ9ba8H/PhIfUQGz2AA15nT+BvS4wpdXp8lxn8RfQppXhixymHcJVwkNrFKU0jgH6r32jwv2IPpdNtuRTy497jFrDu8c8Mk1hnxrsMZaSBVkSrzHCItxiCES4RRxwlYYXS31/wG/PhcxmLB8uKCVx/bxe6jr/xf8+N0izJDxUq0XA3pcb/AM2QrdH2sHiL6OF592KRElcxsoMfAP1XvtHhfsQfT6Lrq1gHt8qPSCw4Z1I8qvh64he8zgy2D0JMObSHJbZ5bJW/rEcOHGkHHXpb9wUmmteq16rXqqH9rpp/vU359f7ePKnPi/59ZvS41pSvSL6OsP1XvtHhfsQfT+Ni3PpZ9xK+d0mbKFGNM0bVMLKTq+3wYPzW6ynPHb4lxNu7fcRxrV53jFuk24itkm6SIw473ECmupzyasmrJqyasmrJqyasm6uTVk1ZNWTVk1ZNWTU9zeeTVk1ZNWTVk1ZNWTUZzdLJqyasmrJqyasmrJqyahObhk1ZNWTVk1ZNWTVk1Arzre+0eF+xC9PjeXvq5ww2kAZsikpt3kVjuuBPMrfImPuA7nIdbnTKtlRJsuVS3TztgBnSKSI9ykFBbJZJbOhn3ExTSYx7ax8YtmcVkjn73hItpd7WzU8upBfGkW+0uk2allyhPtx5EGRb5ZosKPSJFWLVg1YNWDVg1YNWDVg1YNWDVg1YNWDVg1YNWDVg1YNWDVg1YNWDVg1YNWDVg1YNWDVg1YNWDVg1YNWDVg1YNWDVg1YNWDVg1UpSivfaPC/YhenxnRGzBbEhQx4D2yPLP+ZJt7pMlkNzJ4oDW2sFueyRCgkiPFbKMDHgPaeNDrHhuhHjhZTFvEf3Exjns05C05C05CEI2sZ+mPUKtQq1CqpXt+OZ5pV1LMkw50y9NjOfcn0OK+McGRPmskedj3lvmvmViXJ77rW8OpHl3h8RVuftmPXzmbPOW0ea1oxt6yjXgsrbDub6mZe6Vj1vJGIt6GyY3dOjSD1fabsRwC/CvfaPC/YhfR0nnRgEY6j28TyRR/hC+46Zn29xIdkK0vaYcVxg3wtfZ+NLt45Bq20VaGsccqNbQmbSzgwdbGPHS1hbLBEaCP5PEoF1sC6HNtIZZdhzvpYrq3RtoFSPItQDvHaQspJjNkOLZ4xXttAeRraErXWsNZcaEaqm25zbdcI75JvhXvtHhfsQ/o6S1LS+DOTzgcyU+C+XIiNlhkUtmRo8F5pJ6tkSZUlkiaSDbS60TpF9z0zftpFS1E2LKrItkaZDTqp7qMZrrXWuqyKU/mXvtHhfsQ/o6aBHSRJhx5L2wgNZthVICBGA1kCMwZ7fFOXQHrut8ZwwCGAXSH7npOzVFsiLZEWyImw3ZTPtJR6ADBmS5DR3CS2cevuf5d77R4X7Eyvs81zXNc1zXNc1zXNc1zXNc1zXNc1zXNc1zQK/+n4Uz7SSTEUJtR3EAv8Aplr7v+Xe+0eF+xViArXZgWzAtmBbMC2YFswLZgWzAtmBbMC2YFswLZgWzAtmBbMC2YFswLZgWzAhxxDd8KS3OP75e+XvlVpXcP/EABgRAAMBAQAAAAAAAAAAAAAAAAEQUBFw/9oACAEDAQE/AefZQCMDaoRkav/EACARAAIBBAMBAQEAAAAAAAAAAAARAQIQEiEgMUBQMCL/2gAIAQIBAT8B8yEIQhCEIQvgzZ3d58M/shCEIQhCETGvhZDGPhPXwZ2YiMTEiFeeiI0YkwuT4Pg+D4P8EbFJsUmyLT0UpH8le50Yi9sSZDMiJd6urx2TTsinVl6IuhQKBQK9XXDOTKSmNWrj0MYxjGMY+dNSM5Kqmf/EAEMQAAIBAgMEBQgIBAYCAwAAAAECAwARBBIxEyEykSIzQVFxEBQgYXKBsdEFIzBzgpOywUBCUJIkNFJi8PFDoVOiwv/aAAgBAQAGPwL+lYv7s1hvxfqNBmL3P+9q1k/Mb51rJ+Y3zrWT8xvnWsn5jfOtZPzG+dayfmN861k/Mb51rJ+Y3zrWT8xvnWsn5jfOtZPzG+dayfmN861k/Mb51rJ+Y3zrWT8xvnWsn5jfOtZPzG+dayfmN861k/Mb51rJ+Y3zqOxbee1iez+t4v7s1hvxfqNJ/Cw+J+H9bxf3ZrDfi/UaX0ZJX4UW9RYlpIdm5vsMv8vjWKkxcjMFxBRd1z4VNJnKrDx51sRUkpLqEsCGSx36UXizbjYhhYis5xMK2Y5sNk3geNYhWjdBHcg5ToO+p3w00sWUKdqI9N9GKVnMigGype9RTZ2ZZeAKtyaZ4M+UG3SW3ow+J+H9bxf3ZrDfi/UaX0ZYWNg62vUOGfCxsqdHbbUWt4a1iVhBV3xGewcAsnj2V9INJhFImCZYmmzXtqM1TxzYbaxFlyYd57lR29KnGLJvm6Cs+cqPWaw8kuDjwrxtmaZZAS1fSKbEGLEZmWTOO7S1DCKn19h0bj/VU+IK/VNEFDX7a+jYSMmITaHdKFI/FpTIiMpjchrvnufH0YfE/D+BnINiEb4Vg4JJXJMsUisTvZW1HOo4CkZikLBWTNut67WPurCWw8H+KVsnTO4jUmsLs44lmmDE5ycoym1YXENEykYZ5AhJ3MDX0dnmlk89STbBm13dndUPi/6j5MSyEqwXUVg8PLIc0DyKxLcS5LqT/wA7Knzxxm0JmQrmtu8Rv91Eeb4cMYPOF6Z3L86j2ESX2ImYOT2/yj11iJekj7CPIf8ATcHsr6VimeSQJK9izb9wrCE//EvwpvCoYpJXO0MUqMTvILDMP+d9LCUjMLOYwUzbj42tWHK4eC05ZE6Z1Hb4VhwI4lxEjOpLE5Bl1r6LkljKHLIct+0EUyYeaeTDqpXEF3uCx7PGmUaCVwOfk+kGaVzHKZUW54GXT/nqpAFjkRFTPxFt/usPfWJKYeJ4YJQh6di16xCzxR7eORYxlY5elpUMeIQD/FKjZCcrj1VBLfERxmUAymS6ezlr6TRL5QyG1+9b+TETbRthHs1dL7gGGvO1YfJkkks7HPmZrBj3V/h4Y7ebDEHO2nqp2xECBPN/OECtc27jWNjlRQRFnVo72108aODw8phECBrBt7E6DlehJCbrLhs9767/ACYv7s1hvxfqNL9uBNEkltMwvQSNVRR2KLejD4n4fwLI3Cwsaw14/wDL9Xv0pZo4yHUkr0jYX13Vh8iW83vs953X1qOPIQsd8lmIIvrvrDy4fIIY4zGVa5Nr00mEjCy2IXMSQKjhkKllvcrpvN/I0UwvG2opZ5I7yqMoPqpskZ6SGM3cno91Xyf+LY6/y91Rgow2a5AVcg27qmcZPNpYwhG/MLf91OMCMssq5byOxFQwsblEC3FWNQRmPowb4953UJ1jO0DZx0jYHwqEIlhCSyb9L0E2ZsGLghiCCdd9YN8LkEcOYEPcnfas2GVlcXK3ka1/CskxUuWZjl03nySwNHeORs7C/bWZ4jfcOM9mlShk3SsHbfqRU2eO+2sX392lRrgiFdJRL9aS17Vt2ju+bNxG1++1YyaZkJmYWCdlhbyTsUuZwFk9YqNDEcqAqOmdDvo9DWLY6nh7qB2d7RbHef5e6p4cNdWkXLd3LWrY40K2YdMJcCjimZNkItmoGvv8mL+7NYb8X6jQVpACK61a61a61a61a61a61a61a61a61a61a61a61a61a61a61a61a61a61a61a61aiEbhjv+H8C1gu421rROdaJzrROdaJzrROdaJzrROdWsml9a0TnWic60TnWic60TnWic60TnS7k3m2taJzrROdaJzrROdaJzrROdaJzomybvXWic60TnWic60TnWic60TnWic60TnV7JzrROdaJzrROdaJzrROdaJzrROdNmA3HsrF/dmsN+L9RoErXCK4RXCK4RXCK4RXCK4RXCK4RXCK4RXCK4RXCK4RXCK4RXCK4RURUW3n4fwL+15cNGiHZNdpJLbgANKl28YXobaILqyXP/ALqI4u23Iu1vKfZ8ruFLlRfKO2oduRtDA0jRCM5ifVUfnVtvbpW8qe1+3lkdULsq3CjtpPPGYS5A0lozZb0wH+VWMb7cTHu93lfw9CMYoGKacsY4itrAVCMF0htSsrFdwA19D3n4+SWSKMySKNyjtrYYl820iDputvHEKxb4eOIw4U2bNe7d9qlbTC2XZ3Fid1yfLJ4/tWL+7NYb8X6jS+llmCrFKpaHd3Gp7nKI941OYd+lNO52eTjG85bndWHOFxShTNkboE5/UKxSY2cC0xVBl7PdQgD3lK57eqopEO0EjW7R4nSo5JJgFk3ruO/3UkzzDZvwnW9LJE2ZG3g+lF4n4fwL+15ZYsNbaOMu89nbWDlgmeURdAq9hZPQPs+hCqkEpA2YDs9BPa/b0MQq3eF0tH9bkCntuO2kU6hQPK/h6AxKECXDuHT4WqGE6qN/j2+h7z8fLDjFF2wz5vwnc1Y2LDpG0GLObaF7ZO/dSouiiw8snj+1Yv7s1hvxfqNL6Mq4ZS0rDKLVhZIpziDh26MYjC7u2sajRNs5mziS+6pcGcO4kS1t/F0r7q+j9kl1ilubfyivpCJcGX85kOVrisPLHCcQBBsjY231EmyO1jn2hTvFRY2OKbfHlKoVzJzqALhcVnDOwKSjPHf51g8NiUDTyKzSEHh9KLxPwobixJsAK6mTmvzrqZOa/Oupk5r86UNG63Nrm3z+0f2vsD7PoE2Fz2+hH7X7fYP4ehvAPo+8/H7CTx/asX92aw34v1Gh9uXyjOd17b/Si8T8Kh9v/wDJp5gucjcBUjzpBLuvH5u3FzrEidUVopMnQqL2/wBj5cauIklEOHIVY1a3vr6YwTyNJHAUyFtbE1h8NicLshKt4znvoO2sOMNh+nM7BIy+71m9TtLDbERME2atcEnTfUshw4gdSOkHDbqwwlw8YmmvxSWUW9dIzrkYi5W97eR944q4hzriHOuIc64hzriHOuIc64hzo9IcPfXEOdcQ51xDnXEOdcQ51xDnXEOdJ0hr3+quIc64hzriHOuIc64hzriHOuIc6fpDTvriHOuIc64hzriHOuIc64hzriHOuIc64hqe311xDnXEOdcQ51xDnXEOdcQ51xDnUlu/9qxf3ZrDfi/UaHoYTDI5jGIkszDu/wCGpp02mzA6vNffUEWMgWPbcBVr86XENhk2GfIxzb/dTYZY47KQDnezN6xWLSYJs0IuM3BuOlPjDh4xGF3dLU3tWEiKjLMhcnu3UJIsNHsGvlLPv99T4jGWeOMnffpXvpWHjxeHWNZ+Aq17eNSznDLsY76NvJpmdYrbrGN78/Ri8T8Ki9v9jR+oOIU7mQd1YqaPDzR4awywHUmsSJMNMgmkLhmG4VF7f7HyvicDitg8nGCuYGsRBtmabEEF5WGu+hjMXiZMQMOpEahN4+dYXafVTxszLnS+p7QalhllXOxDBo4wmW3hWIgxmM2pktYhLZbUkTY1SbEPmhBDd26o4FJIQWufJoK4RyrhFcIrhFcIrhFcIrhFcIrhHKuEcq4RyrhFcIrhFcIrhFcIrhHKuEVwiuEVwjlXCK4RXCK4RyrhHKuEcq4RXCK4RXCOVcIrhFcIrhFcIrhFcIrcKxf3ZrDfi/UaHoBWZkZTmR11U1LHjMU8yuLcIW3rqKXE4lpzFwDLa1eabX+fNmy0GlxLGENnEeUXH4qlxCTEJLxx5dTbvrzJ3LLYjNa3beoJZsU02yBWxWwtalCYpzh1NxFl/esRA0zNh5f5LcPvqGTE4lp9j1Yy2tUkCTEMxLBwNKxDwytJi5sq5lUJl9e6gCcxA17/AEIvE/ClyC5BvXVj+6urH91dWP7qjLoAAb60W1rhj51wx864Y+dAsq2uBuPr+3fCpO0EUUYY5LXYmsRmV8SI4FZrHKBrc2pTss0RVWvtBmsf9tYlFwxKQcTlwBpca1MxhO0RlUIjhsxbSxrCIMHlMhYMhkG/d31sdn9XtNlnzi9/Z1tTnzcpGpK5y2pBpSZlbDzs8aJcdG2h9++sRP5q2yhbJfMN5zWobfC5Ta7LtluN/d20Y9idsJ9jlv8A/blWVnZYYMOZCAdalmEEsC9Bo3D72GYcqxW0w+SXDlbq0gt0tN9LIuHLOZthkDjXxrCCBthPLIF77bjTy/yDDh9mSFs2Yg61JJsDmjdUKo4a9+41JtcE67Fgspzjo308aMOzuivs2fOL39nWvpB4JJ3l85yABtFB7L1M6T4xZoJQDnaxG8C27srAyqzW22RlvuIb7PF/dmsN+L9RoelkmmVH7jQZTdTvB9BNq1s5yjx+yi9/w9JqmbCC84HR3Xp9h9IYhpSnSWbeUPeK83jxM2IhyXk2rZspoe0v6h9uswklhmAy54msSO6pbvKdrEImJa5t86b6ydQyqrBW3Nl0vWLV89sSQW36W7qnDyTu0uUl2bpXXQiow2IxOeNswlz9KtujzLds5jDdEmnhjZwGLG994vUSImRoyCJFAz7vXUuGzSZJH2h3773vUjtJMm0XK4RrBu6vPCoCLHYb9W/6pZwA0TxGKQfCngM+JaI2sGe+WxvurEOzSBpihuDwldLUPrJmImE92a5LVCXLfVPtBbvrEsTIPOAMwB07d1SZpZ3Lurlma5utYkM0n+IZWax7v+qM6yTIS2ZkVuiTWMjlLwq8xlSSJ9++mw+DUyNK4aR5H363v/6rCAW2SSbRz4afZ4v7s1hvxfqND0p9hCkp2S7nNq2Ltlj2ObJ2XrBMs31ssxQsRX0ijybZoAhRmH+r/upzJjTJePNwj/lq+j7TFtpIuoG4W0rHSpidiuHNgmUb7d9YREm2IlgztZb8qIRi0qTFGZQMxUdwoNtTKbkEsuU+/wBKL3/D0npvN2VZezNpUuKkkgXElMibMHL4mgreaFCbuwzZ2oe0v6hTM2gFzXA/KuB+VcEnKt6uB4f0zF/dmsN+L9Roek04H1jDKTSvNHmZfXUahOjG2dd+hqZylzKAHv204jj3OMpub7qRFToq2cdI60ZJIrsdd9r0k2XpquUeFFCm4vn4jrQjiXKg9KL3/D0mTS9dceVdceVdceVDNKSAb2qb2DUsrXIQX3Usr4eLYuuZSj3Pgahw+KgiXbA2yPcjxpv6Zi/uzWG/F+o+TWta1rWta1rWta1rWta1rWta1rWta1rWtai9/wAPs5vYNSNszJYcA7a2uBw+Jiw+UmRJBYMey1YeTAYXE4cb9sZRYEUf6Zi/uzWG/F+o1cxiurFdWK6sV1YrqxXViurFdWK6sV1YrqxXViurFdWK6sV1YrqxXViurFdWKzIgB+zkUalSK6sf311Y/vrqx/fVsg3/AO7yf//EACoQAAIBAgMIAgMBAQAAAAAAAAERACExQVHxECBhcZGh0fCBsTBAUMHh/9oACAEBAAE/If5Xt8tnwyTrGl9H9WBAgQIECBAgQIECBAgQIECBAxz4EBjUcT/b9vls+7L9X1Wb+37fLZ92e7UGKMZqBegrFFjjarCgy3HKABKBWKRm1OMLG8jNwBi0YEAQ65mSPMSgS46C5XEwxILwCfIeEHlTDFQUGZwMMeKmEByXWVvjBJO9OEvcENxw3T6Wb+37fLZ92u65gVK3GEBgE0nvKkfol+rL/aCuZjOhm1jmpawJwRsBoKpfPy4gkRWSBvB0QhqDAAV6uOXQIKpoxMb0gpqjzwAmrUBxoWVoYV4edTYsJzOF4gOxJIGh3fQ4v0TPiIEYFpmTHckZph8iHhf0TC7sByREBNR5BFuArxhOiMnLYDLI+IEDKGUng8Y6jXNIRgmS1JmzQVS9nRUwKiKiFuVAqz4LuUMjQu4shR8qISpEBCYYwNK8igRHTZiMiOowY6wIa13I7XGEOGGCdgRUcRCJQSSwnkhEFFCChHGU1AN4HtJrJuQgDqTbWBo+EMdNwSKaqZDS9IdWAkzqoGXhMXYOCGPiKd4douIYoHBwtAPC2JJQBoV2P+ni0RIDJh9Exvy9DFSRicVfmPDAxJAlRCpvxlw/1FWRKdBFPo8KSDUqGBUE8ECLBsMHE3BQiKLF+JOxzg56qwp4B8HGONDmRgAFczSHmvAsSjGgV7QiaTLwDFeuFuMGK4boFHJFkEr+Eg8Em6DD8Q69TARFIA9ANnt8tn3b/nFiqk06y2DIQBuj0s36IKWQLMGCwdS7NV1sL5Sq7UJI0Mg2ZVugarrq/MfPJk+ToF1jCnDGDMHOmMu2bKdaB0DyhG7Gxc0PnsRdqcQ+kFsNsG4EEEWNz1gZXiInEaSnYxi/bjFWR440Qa/MPyo9ECAiLQ5xhEN3JDusYBwWLBQUEewQjGyyC5LxdbCDYiLkLkMqw72p3Uz53MOAGDpAAWHDUBj4gGRIOdDeDi4ghwxaGRuU+Io9j0TuamWwXSGxQgZBBRMAakQpg1L2SPYQ0bpGOGRRCtFwhA1RwxBiW8oOkjoknzqcL2lYoQbxS2VbYglCBAC+TKaUgEkjAkGoecAADoH5rvK+CgAhHKlpr4kANqkocoKnQYIILpjhD7qhsYJOC72e3y2fO40CMq/q5mZmZmZmZmZmZghgJIc36LRJkqLxNaeJrTxNaeJrTxNaeJrTxNaeJUYZcz5TWnia08TWnia08TWnia08TWniGA5wZHhwmtPE1p4mtPE1p4mtPE1p4mtPEsDhN3ia08TWnia08TWnia08TWnia08TUniZzRF2BWU1p4mtPE1p4mtPE1p4mtPE1p4hYQCqrgDPb5bPgKCTfr+qRERERERERERERANl/o/R7xtAGXKUQ2DMFQWlSVio5BbOFYnEUAzQdFtHafZ2nIMQuqLCO38EsnJQK8/xV3t97i2ljYuZgWiDqwZMyCGUHyBUGZVYja7r9THYKmDylYywbzQfzC/1YOB2cWQBuWfSrYxpkZkrf9h6YB8gASEusBc4M2+BQJ8YlZxKk/AVA29p+k9vls+7TdYFyhiYHFmwQkEFfgQXVoVIehylpd06gFSq+EriOWAVFTn3hKDhEHk7mDZIQAo53aO9KNEgdhlBrDuxDOhwW3bweJQBwCwNLEb3rM36PeNtpxpQARRdHGSY9chFIBrLcHafZ3H+WZVyE8tz3uLcR2EApayxn4l81HMDb3Xcd8SEXJLfJ9oTnL8de4nct+lW0SomMAMmkdD2lP6a+BcleCjhl3ZALb2n6T2+Wz71c92iyowA3PRwOxQQh4CDWNAimoWPGsMXayNbvgIXiBMEgdoI1UDIO54YiAVB1aDm8ICp0QagJtEDK+hm8BHSKJC9OmQSAWwg/PBgoNCQAv8Au97TNABhyDInE8DuMWLEhpUhDDTw4NwkAM0GwgDBY3u8fgHafZ3AIQFwBU7nucX4O67g1CLoh7tv0q/B2n6T2+Wz7184/wAwEAkZTDJ73pM0Nc9ErlQIsziZYgzBHiH8KwsiwDLqbxnLbQpdF0LILJcu8JxxPYAlPpBWa0xmoeCkSvwqI1DtALrOAwr+B6Sza54Rwpd0+ZXeNT8JTOURfe4HMX2AjIi1zNJTSU0lNJTSU0lNJQcCWDMzSU0lNJTSU0lNJTSU9mzTSU0lNJTSU0lNJTSU4ieDKaSmkppKaSmkppKaSmkoh1QmkppKaSmkppKaS2SA0BptyT2+W99TjYGUUVAeMFjUgkgsgQ7HCBSwmzCA1AjqkbzuEwlvhDcNjC+SSbADO1WO1KrE1imV+kv0ZNq1I5eRUMGiGTCg/kQLkgBcq3lBlLYV11CIEESaWsAOjgC0QWIcAuDu+0zQ0DiqAwAMEnMsYeqnR40gYYxKfCIK0PGBtqAywcAanYqFFuRwkANspQWdPDQtXKBKyWCBYumhKCZnxWUux6w8QMRosdhd4warXoL4CM4u39dOxxZdy2C0WaLNFmizRZos0WaLuKUrRZos0WaLNFmi7FaLNFmi7FaLNFmi7ilK0WaLNB2K0WaLNFmizRZos0WPUDkJ7fLZ99373OtIOAiJ1iAJW7LmkAH4gwCwTOZi5PuzScvRAiMhcA8JUUmkUEAcl3K7gAsrgQ4QCisIqfdYQ2YoMcDiFXHA2ISCRILzWExQuQErM54RNPIxMnKHACAYB4LKOsIXwAJ4s9z1maLuo4lOhH+z33ie+8T33iFsHxqwPmIcMLBzUPiah8TUPiXYONdQGXH85SUGGCKkGglMh1VrkbnIQ+gJKvAXG8zny7h9Fohg2BhLTOP0GBoYLkr2lm+jb8jGKM5AGkIC/wAwTMI4XxLIM2vWGqgci+0GrXkRUUZ5oEU5RxwQ8FqjAnAuEZKqMUBD70oCRlVJfcDWjA2lzCIKsFSWsKwi0YCZKhhoE41inkmwpXA2IhfEJ4gshgkFDKQdtYo0fKUHFUwPK4GRXnMSomqWBoFCYGw2iOLhQChcBTJEIBCKjFX/AB+3y2ffa+94mFgBqeIG8KAMRscJQrBBrjoksuWxxx73d/ZvfT+xDEKQDL1QxKcoq4K4SH5zhELV7CpXDDrGfns+ZhoIULEAJKggHVkZoqEbuhBECuEOEJWQhCMAXYDjKKqloxhUNYcYNOvkIhpJcIc2KyzqT7ylRozDJKK4wB9BeGxFK8YY4DygETTSzETWoMQxUwjLITXVg1wohQI6Ng3/AKEWwGkCkKOAzpCEoIYRRUccXBLQAgAKpVoCAIWrg78KxQoAMAgQ1FCw4AIBuiWKqCWAhlCqVOCBOCEAFiaPDOBE5SzyW4Y5yrkCtQMKrgwgbqvDWigDmfx+3y2ffe+444445eg4CAFM4qARMEjVrFWAAiCMGIlDCINlwOTpAEEadZcTgE0xxTZ8wcMyOQZhHOWZRIhZqB5Q3tbbGMQymSYhGwZiOOOOOd59m99L7gioQmLuqDC5K0A4hqT1hwsmfzVxNI8DIOEjuQIkyTJICePCbP5nt8tnxdz7jjjjjlNDWMBAmqAFhTIq4iJ5YWgQjPkYABCkx5rZslYUKAx2M8DWSoIOYCJAEPYoBkUNjcNAL3LgVVgBHHHHHO8+zeaBopjCaE8TQniaE8Qc4UUBVF5T3uUF2TGLioIkJQQ4MzjvaDpUOGcn+Z7fLZ8JajHHjFydYuTrFydYuTrFydYuTrFydYuTrFydYuTrFydYuTrFydYuTrFydYuTrFydYuTrFydYuTrBFRF/s/H73KUuJGBkclEhamaCgk3cAQoFhIYVJ49o/wB8f5nt8tnxwxNbTTZps02abNNmmzTZps02abNNmmzTZps02abNNmmzTZpsGswQPxkRkh8RCSJPs+J6v+J6v+IDp2FdOz//2gAMAwEAAgADAAAAEPPPPPPPPPPPPPPPPPPPPPAIgxzwwiwww0fPPPPPPPPPPPPPPPPPPPPPPPPPPPPAIQR1KxNq4gU/PPPPPPPKGGOpOiEwFYooaGJic/JPQIgAAAAAAgAAPPPPPPPPIxTQyxSQSwQQZxQQxwRQTQOPuNvtsuPvqvPPPPPPPAwYQagQQSwcQVgQQVwUYVQHPcTD3LuVfaHuXYk/POLTTTZTTTZTTTXTTTWTTTSwG+ajyg0W+ffM03CcYDnPPPPOsHPJeOPGLGsfPPPPAPfvvPHMOPvqfPOH/fv8PPPPPPPPPPPPPPPPPPPPPAJjTTTHLDDTWPPLDfYWMvPPPPPPPPPPPPPPPPPPPPAAvvvvvvvvvvvPPPPHov8A/8QAIBEAAwACAgMBAQEAAAAAAAAAAAERECAhMTBAQVBRYf/aAAgBAwEBPxD1oTEJiEIQn4K7xWfB8CFz51otXpcrEIQhCEIyE/DpUUpcvyv1ZhCEyxKkQ1NVrdL4LpdH2cn3k5ORUV+4fQyhx/T/AARkz14357y8LxwVIuX1ldjXQl28T24RERERZfWlZXj89lSlKUpSlLsnChs//8QAIBEAAwACAwADAQEAAAAAAAAAAAERECEgMVEwQEFh8P/aAAgBAgEBPxD60EEEEEEEEEDSffhBNaOuioO1FbQ2Qlogmn8SFy2ysLCHweKLLLLLLG7LLGJvh1whrMXDUxrE4PrOx62QQJHsS+id0bNnd8r4fnD84LrEx+YWEiEi1FBPRVrPcIdCRuFmO8sgqKiogqKiogqKiogqKiogqKiobWEtEG1cEixlw2UgprZBdh9LYoa2MkChv2U7H8SFx85paIQ01kef7sb9TwjwQ0IQTbPQM2hDcSb6KGmvr9CEIeswlCRdEId+VrZ/U/uUaCTqJT69fpXpXpXpXpXpXpXpXpXpXyYusTm2f//EACkQAQEAAgEDAwMEAwEAAAAAAAERACExQVHxEGHwIMHRcYGRsTBAUKH/2gAIAQEAAT8Q/wCV8x3ekIVZWC1XgED2D/VrVq1atWrVq1atWrVq1atWrVgO0DtDgMchvnD/ALXzHd6Qv+T/AG5cuXLly5cuXLly5cuXLly5cuO/9vP5ju9IV/K/ty5cuXBKQG0gaD3WH74xu3GsEfpQdPHtjHkIMUD1XmX+cNdYN3S5VrRKri0e0WsbWgE7NgXFURMlBrgoh+uLZkFrBU1JdaumcYEEwtQTXTNYYiJDV5qGyA6rtwRlQBFo00CrAOrxhYTJGKEOyhtknXK/hMrheS2TfbLly5cf+qnf96+l9L9HzHd6Qv8Akf25cuXLi5HMU2ailjGXpj4vRCY3pQ0cbikubnwzO2EonTsMHTwiRb00oiidhIGhhi7oZbGhkpheATDxce49FTfdLDtwT+S0U97TXEavNfu1LSlvJYVBFqRx8JLOfsFRbd/rrCaL8UHkI4dpPfKfjNFtGERaNWTVx83ZamEgt5AP15bly5cX/RbVkV0QQR6I4nWgmzUW7YPT9Eqm00G6a9CJp262TqyLNmFxlS2mxieMthVyyMh+5ecT5VlA3DRwKREZxknj6JshCz0Ya1lwUgUUCCu3R6GXSuulRNmPVTcLucJqK2I5wQMei0lpTr2jOdMFCCgaJTdBAu1m9MmpSKU7owA41m/7iN8pNiaJH9VRX5r1XhIDCHSRmLpYRVeRcR1RicjHeNrPS6gYjjLsNaxRz1LsIitVzoaqtoskak7gNSpTShlCK4SRsCoAGl2w2bNWxjISbEgiJsON7ebIrdFBdY1poyZLBBVErA6r6EIEynOro5JNh1MEYnHCUWNaCoKbBjYJOTUGkBq1ABpcjs2MWsIlFhVIBbltB/o1ESMS0TncIVbt5FKojQI13TClE8tBKUqJx0IAeiJUkdEiYLqhyyHAviX08AJcEnuaX8brqlyYAOlq9sD2ndhKQKQ0Qa7sRBEeQIVyFmkdSbPiiSCQVqVWqemN4uLIOiw1NB35VzpnzHd6Qr+Z/bly5cuXLly5cuXLly40p0Kt5kMvtnVplBcwAMuXLlxX/RDg/wDJSBEps0ubaY5fCFunTqxm8EzJIGRbQAWdjGWhayBKvIe6dJlFxoswAYS0WcdjCA4CqN02htPLzlIOhtShVbZCaze8bge5Ggm/RLkuNFHlCbDhxJ8Jg1AQh7GVhpz2GjRWCakm5znaNT925/l75o4qTPANJzs9e7gATZb6kARVt0SYKEAjGDD6k5WdLlpmuUJJdzWEJXBZR1jqj5BEJpQqIqMOxiEFw2nxDtsCOu2EYAK8/wBvLibLrE/YCvVABSIMnTFMLb3BKtpVy5tqeNwVmI3er++EBOgBaeSF650ylMSqAtxsGhDk4XNYyZtkBAACizCShoNDCOpxEGZuPPCEUAsBuHL9LnmAIp4QTRkSZI52lGq2ct53hVocIt7gCZq30FoAHbEiEC1OclwEplHKyWJNvfCRzaqmz3N+73woMtAa7Jjxy798SQFMREHSHR27GOoOkENtko5bmsxl8zQ9iZ0nW50z5ju9IbCIe1Cpxnz38Z89/GfPfxnz38Z89/GfPfxnz38Z89/GfPfxnz38Z89/GfPfxnz38Z89/GfPfxnz38Z89/GfPfxnz38Z89/GKBi1oSvHvh/oEoVEChNoLv8A4AwZMmDBkwnBrO+j+n+AMGTJgyZNZl+k9n1AZMmDBu56GDWHaXnhcQZwfXkwYMmbJrYYvFYO+f0f4EwZMmTNgx8sGiI9YHfPmO70BKHaqctegeKzxWeKzxWeKzxGeCzxWeCzxWeK9QDxGeKzxWeKzxWeKxPJBQ6f6N8/7etZhfRinBIbdgatY/eSfCdjaiRejCgCQCUYGqIM6j9C89OWUDUie8pP3zWsJGWkqAGppL10BWkGQBqwmtEGaoz6mRKq0rhDK1daFw9Z3KSxuJdFut4iyRkUQ9Nipqoc2enz/djy9BEWCy4/gPVUuI7GovAkzX1Uk3gApIWtjBT0OfWKvNC5tAQ2gtTcHHJNoDiB1UlWdMji9RoJSBMbKS+xqvKpCAu3nHSjOH07ehP5ju9IV/M/ty5cuXNhISpwHVxu8OkYE8tX9vfFUcGdNwDmhVd51eL+hjHiHRl3xiyXAIwSx8Hig06MUnbEuoXo3/03g5APSGBnR7W49TmEnNitJwFuuMdi1f0HET3Qyoy6dPAZQ6aadMcn2CSFE4QSIiJRMuXLly4v8Xd+v5/29QcgACpC9nqb3q8Yrh8gbMuWiJdhOv0vz1nTMBV4JyREHkR64fQyeojs/gn1hQS0WMKhuAQjQCJf1PX5Xs48vraloSEwG0HHr/LFGpbaqLXr6w5+gO+XQllJ+oL2K6ZEpVqnNw3PYpeoJ4mbkiF94H0E/mO70hfa4f7ZT2yntlPbKe2RNxPqQ3Op/wChjUcRUgKlAG+bcB1PcqYAtpBOkcKtZQ9mA8cjw3WANLSAQs6CdMmtRSQQXejSy3iYR8Fdl2uCZucXtkziijFW6eROs3j7q7WuG8I7RTYpwjwNQQJs7Cg4S1w4hgp5oRRBRDblwf0yntlPbKe2U9sWNu7YpCtGwABNvT6Gz58ZnkEUA2d10+h0oHKsMGlMEC4KN+r5/wBv8L89ZZyCCPFeWdL9KJ6z6Plezjy+oc7QCAnDHqd/oOfoDijRj9RP5ju9IV/C/wBvRcuCrrGnJMuXL75cuXLly4XIE4BVFyQVZly5cuXFcyoMC7ctJTBDYH/rDVuVKh+qUVITboi8zFgiSUA2ptTkC9slb6Q4xdpboGFa57R0zfAxHRVtCR+jJxioTw0CAG0WXSh+hOn7Y4ykAmp1PdxBVYMVj1ER1qusMNx3ICClV0IelnGcD5jcCVaBE07cpgFzjJQ2Goe5zlzgZTEemfBPvnwT758E++fBPvnwT758E++fBPvlVo+JufBPvnwT758E++fBPvnwT758E++fBPvippN9Nfu58E++fBPvnwT758E++fBPvnwT758E++Kij0e498aPxP3z4J98+CffPgn3z4J98+CffPgn3wB+J/OGoHsv7M+CffPgn3z4J98+CffPgn3z4J988C/ONYvIhP28+Y7vSF/xv9uXLl98hyo87/QaP4nCmJWNrfKFKLTxOmscrcnsgnhiGur16TL4t2Mo6GreW8GGAGrQtTgArKqHdDCPdIbHJNGNuJj+P1IT3BvybexwQF1K4OOE/XCCmOqA4iiUKW7lS4E9MNiFkOi5W16GSA3hQNTb13LAQoUep6jR904mc6rBQNZpQ5lvtly5cuO5F7RLNqWqCOQ9QzX70mNqcKOSmv7jsevBpsEdJC3lYS7yN9nqIs3yhgJIzrvl7tlIC8MwpBEC6v7YUAwASoOsSwsrxiHthCQRIAkfZwNy/KvYR1VXqk5zXwgJYRtlNngJMn8EzEKE6JIa86cCexq7FV7beOhDJiwmmqmrnhGeA54DngOeA54DngObLs/TngOeAZ4BngGeA54DngOWl/g54DngOeAZ4DngOeA54Bimn+DngOeA54BngGeAZ4DngOeG4Fx/EzwHPAc8BzwHPAc8BzwXANrawLnzHd6Qr5O7Lly4cxzEDwO5xT2NiYuSwZAyKKiL0pu5vyzacQVlNu9bvRYXj+X/AM3Lf2wQi1MIHtqsdNc7wDGigAItgXAbdLMtiCFsQiXhTrue+JqvUJIqjFqphxM09q7UOi0FRAs/XFHfr/V7KGVA1xg4Yt6RsirhC7pu8YMGtp0kpskdlF4w3WkGGrRArlvurnJYAgCK913ly5ceJJnSnhduM6v2zz7Hl2PJsSgGjXFJDrhxkJSBVAruG8TZ6nz59/dWIkoINIeen0HpP8Nr2j3IAQI6G1faA6xtRRICAwVjuBkrYU5SN2UXg53C4bB+dYAo5VFWAGths/MBzHUJXadXWDLUmGwFoCLTaMXaygYuDfsXXB09fbIWHZ1WHhAahablUp8GMQ4MXO9zomWdIGxqivdIFGuuK5i8yoyokUhuVinCMEuC1wZjOkvXJ40ebuJhWgjFUyNRg6xIxDNOkRe44yLtuRpqtNxgVcsjoMqaHsdWpXtsQRXBstRBBUNzE5PzgXENKV44LM0/Woh5kRda3q9gWBUDotjWyoBKb3qNi1JwKzGBBrbcxkAsA2tI7f00a1ici/0pGJQN2u5M4bzbiXYkAoxNf4/mO70hU+blly5cuXEBADoEo6Rszh9hIhRP1MvoFFAG1WBliAs6WGjD3dYsUeTX0C++XLly4r6VTJk9NX7ZrCQ3BitsKBGoaeMPymafTiwBiCGldBiUo0OxBIJXUDobNRF9QuX/ABqlij07tAHZS3B/rWQwWFV1acazQw68V4xDglFlwaGOYY0Go7kU7ay0WtjTJMNO0AnNORzB7FA4IDR3VdA0U0KrqEFACmyUW2CNyAKCKlGQtxC7r84nKmciN6aygkwkIFoQERZd3eIKQjO6KlaEiGijuihlCFdWOKtvNJxhsapCAYOo1pxrA0aWhxLIUFRRBMZmdgQ26MV0N0GUs2iD726lTmukIYe5VIAAKG7NEeN4xyBg2HshKqLdbcRvqmi+1YCTgAkxWzIFfK1B2W8snSSSeaWjqRQAzfLZRIq9NRQACgRrWhzatbLLIhsQaW/rx4wSF++Xd2D/AB/Md3pCp8HL6gLTjVKthDW6yK0cNGEQKBesmblQUpkAUOYSzF0F2rS8BCk7rviD2ZCzYQ7AFl0fpgOlKKZ0HRPdvBVLoQK7A1hztmbQ2Ujt1BgKwF65MnqYRVIb+DcP1cGOiOCLVUAQYxh9QHfqYUX2/pyiCI7wIDcQSmy0ydurSs0rJQ1EO0xgTSKqFISL1gF6quwucRmiyCwKv8GIMb8cfzni/wCc8R/OQdCcLTK74/5nzHd6Ay/U/s+oCGCwaMoSw4Ny4aFW8tXYOpp7vfF1FvuWrzsvR1hUZlh4K0QDjtcBCQPL3WYb6djtj8bgiBClqQ44x29pvJwsBf1MHSW6p9A1O2tY6/qYDADQTpxlg+qlq8qu1eq/UBX6uhUR3Ftb/wCZs9dChSbqUVANlchnz3fnCtL46D9clwpWJQaDw1wjZxgnhGkNodTUpDlOEyYvI/s/5nzHd6QjFLfQ7s8KzwrPCs8KzwrPCs8KzwrPCs8KzwrPCs8KzwrPCs8KzwrPCs8KzwrAFTwDf8Q58N34DCwH45C00uuuFlyF3IpsDas9jS2YSN0o2F00m3TVwg9wP/H/ADPmO70hRgdTG1zwzPFs8WzxbPFs8WzxbPFs8WzxbPFs8WzxbPFs8WzxbPFs8WzxbPBsGlhAAx/xriFpQFAvtvJE6rwy1z/CwvV/CyGZQKubNzl6f//Z)C++ supports both, **Character array and string**, as C++ has considerable benefits in using both of them. But, inability to operate on character array raises the development of class string. Both a character array and string contain the sequence of characters

Access to the string is slow as compared to a character array or null terminated string.

### **Key Differences Between Character Array and String**

1. A character array is a collection of variables which are of character datatype. String is a class that is instantiated to declare strings.
2. Using index value you can access a character from a character array. On the other hand, if you want to access a particular character in a string, you can access it by function string’s\_name.charAt(index).
3. As an array is not a datatype similarly a character also is not a datatype. On the other hand, String being a class act as a reference type hence, it can be said String is a data type.
4. You can not apply any operator on a character array whereas, you can apply operators on String.
5. Being an array character array has a fixed length and its boundaries can be easily overrun. Where String does not have any boundaries.
6. Array elements are stored in a contiguous memory location hence that can be accessed faster than string variable.

Sting functions and operations

|  |  |
| --- | --- |
| **Sr.No** | **Function & Purpose** |
| 1 | **strcpy(s1, s2);**  Copies string s2 into string s1. |
| 2 | **strcat(s1, s2);**  Concatenates string s2 onto the end of string s1. |
| 3 | **strlen(s1);**  Returns the length of string s1. |
| 4 | **strcmp(s1, s2);**  Returns 0 if s1 and s2 are the same; less than 0 if s1<s2; greater than 0 if s1>s2. |
| 5 | **strchr(s1, ch);**  Returns a pointer to the first occurrence of character ch in string s1. |
| 6 | **strstr(s1, s2);**  Returns a pointer to the first occurrence of string s2 in string s1. |

An example to take input in string and array

char str[100];

cout << "Enter a string: ";

cin.get(str,6);

string str = “ghjfe”

getline (cin,str);

Following example makes use of few of the above-mentioned functions −

[Live Demo](http://tpcg.io/oA6mP3)

#include <iostream>

#include <cstring>

using namespace std;

int main () {

char str1[10] = "Hello";

char str2[10] = "World";

char str3[10];

int len ;

// copy str1 into str3

strcpy( str3, str1);

cout << "strcpy( str3, str1) : " << str3 << endl;

// concatenates str1 and str2

strcat( str1, str2);

cout << "strcat( str1, str2): " << str1 << endl;

// total lenghth of str1 after concatenation

len = strlen(str1);

cout << "strlen(str1) : " << len << endl;

return 0;

}

STRINGS::

A string variable contains a collection of characters surrounded by double quotes:

IN c++ a single ‘\’ will always be ignored.so if u want to print any special character use \ and then add ur special character.

Properties of strings:

<https://www.geeksforgeeks.org/c-string-class-and-its-applications/>

Operations on strings:

1. ‘+’
2. Append
3. Length() / Size()
4. Str[0] (also str can be manipulated)
5. Push\_back
6. Pop\_back()
7. Resize()
8. Length()
9. Begin(), end()
10. Rbegin(), rend()

11)copy(“char array”, len, pos) = to copy an string into an array

12)swap() – to swap two strings()

13) find()

14) substr()

15) erase

16)replace

17)at()

18) reverse()

19)

CSTRING

<https://www.geeksforgeeks.org/cpp-cstring/>

differnec between char array and cstring in c++

In C++, `char` array and `cstring` are both used to represent strings, but there are some key differences between them.

1. Size:

`char` array has a fixed size, whereas `cstring` can dynamically resize itself according to the length of the string it holds.

2. Null-terminated:

A `cstring` always ends with a null character (`\0`), which indicates the end of the string. On the other hand, a `char` array may or may not be null-terminated, and it's the programmer's responsibility to ensure that the last element is a null character.

3. Functions:

`cstring` provides several functions to manipulate strings, such as `strlen`, `strcpy`, `strcat`, `strcmp`, etc., while `char` array doesn't provide any built-in functions for string manipulation.

Here's an example to illustrate the difference between `char` array and `cstring`:

```

#include <iostream>

#include <cstring>

int main() {

char char\_array[] = {'H', 'e', 'l', 'l', 'o'}; // Not null-terminated

char cstring\_array[] = "Hello"; // Null-terminated

std::cout << strlen(char\_array) << std::endl; // Undefined behavior

std::cout << strlen(cstring\_array) << std::endl; // Outputs 5

char new\_char\_array[10];

strcpy(new\_char\_array, char\_array); // Undefined behavior

char new\_cstring\_array[10];

strcpy(new\_cstring\_array, cstring\_array); // Copies "Hello"

std::cout << new\_char\_array << std::endl; // Undefined behavior

std::cout << new\_cstring\_array << std::endl; // Outputs "Hello"

strcat(char\_array, " World"); // Undefined behavior

strcat(cstring\_array, " World"); // Appends " World" to "Hello"

std::cout << char\_array << std::endl; // Undefined behavior

std::cout << cstring\_array << std::endl; // Outputs "Hello World"

return 0;

}

```

ARRAY OF STRINGS

<https://www.geeksforgeeks.org/array-of-strings-in-cpp-5-different-ways-to-create/>

A stringstream associates a string object with a stream allowing you to read from the string as if it were a stream (like cin).

1. For finding the unique elements in array use xor , because all the elements that are repeated twice will get deleted. Its order is o(n);

For splitting a string in c++

### 1->Use strtok() function to split strings

**strtok():** A strtok() function is used to split the original string into pieces or tokens based on the delimiter passed.

**Syntax**

1. **char** \*ptr = strtok( str, delim)

In the above syntax, a strtok() has two parameters, the **str**, and the **delim**

**str**: A str is an original string from which strtok() function split strings.

**delim**: It is a character that is used to split a string. For example, comma (,), space ( ), hyphen (-), etc.

**Return**: It returns a pointer that references the next character tokens. Initially, it points to the first token of the strings.

#include <iostream>

#include <cstring>

**using** **namespace** std;

**int** main()

{

**char** str[100]; // declare the size of string

    cout << " Enter a string: " <<endl;

    cin.getline(str, 100); // use getline() function to read a string from input stream

**char** \*ptr; // declare a ptr pointer

    ptr = strtok(str, " , "); // use strtok() function to separate string using comma (,) delimier.

    cout << " \n Split string using strtok() function: " << endl;

    // use while loop to check ptr is not null

**while** (ptr != NULL)

    {

        cout << ptr  << endl; // print the string token

        ptr = strtok (NULL, " , ");

    }

**return** 0;

}

In C++, std::substr() is a predefined function used for string handling. **string.h** is the header file required for string functions.

This function takes two values **pos** and **len** as an argument and returns a newly constructed string object with its value initialized to a copy of a sub-string of this object. Copying of string start from *pos* and done till *pos+len* means **[pos, pos+len) .**

// CPP program to illustrate substr()

#include <string.h>

#include <iostream>

using namespace std;

int main()

{

    // Take any string

    string s1 = "Geeks"; o/p🡪 eek

    // Copy three characters of s1 (starting

    // from position 1)

    string r = s1.substr(1, 3);

    // prints the result

    cout << "String is: " << r;

    return 0;

}

To get a substring after a particular value

#include <string.h>

#include <iostream>

using namespace std;

int main()

{

    // Take any string

    string s = "dog:cat";

    // Find position of ':' using find() /// o/p ->cat

    int pos = s.find(":");

    // Copy substring after pos

    string sub = s.substr(pos + 1);

    // prints the result

    cout << "String is: " << sub;

    return 0;

}

Important operations on strings ;;

**1. getline()** :- This function is used to**store a stream of characters** as entered by the user in the object memory.  
**2. push\_back()** :- This function is used to **input** a character at the**end** of the string.  
**3. pop\_back()**:- Introduced from C++11(for strings), this function is used to**delete the last character** from the string.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

some important functionalities of char array in c++ --------------------------

strchr :

#include <iostream> // to find the first occurence

#include<cstring>

using namespace std;

int main(){

char sr[]="afghg";

char \*ch;

ch=strchr(sr, 'g');

cout<<ch-sr+1<<endl;

cout<<ch; // prints all characters from that point

}

2) also to find whether charater is present or not

#include <iostream>

#include<cstring>

using namespace std;

int main(){

char str[] = "My name is Ayush";

char ch = 'A', ch2 = 'z';

if (strchr(str, ch) != NULL)

cout << ch << " "

<< "is present in string" << endl;

else

cout << ch << " "

<< "is not present in string" << endl;}

STRSTR ( similar to strchr)

1-🡪 #include <iostream>

#include<cstring>

using namespace std; // find the occurenece of one string in another (number)

int main()

{

char s1[] = "GeeksforGeeks";

char s2[] = "for";

char\* p;

// Find first occurrence of s2 in s1

p = strstr(s1, s2);

cout<<p-s1+1 ; }

2) #include<cstring> // to copy one string to another

#include<iostream>

using namespace std;

int main()

{

// Take any two strings

char s1[] = "Fun with STL";

char s2[] = "STL";

char\* p;

// Find first occurrence of s2 in s1

p = strstr(s1, s2);

cout<<p;

if (p) {

strcpy(p, "Strings");

cout<<s1;

} }

Append- --------------------------------------------------------

string str1("GeeksforGeeks ");

string str2("Hello World! ");

// Appends 5 characters from 0th index of str2 to str1

cout<<str1.append(str2,0,5); // (str, index, no\_of\_char)

Assign ----------------------------------------------------------------------------------------

  // Assigns 4 characters from

    // 5th index of str2 to str1 // str1= “geeeekss” ,str2=”ijklmnopqrs”

    str1.assign(str2, 5, 4); // str1= nopq

// Assigns first 5 characters of

    // GeeksforGeeks to str

    str.assign("GeeksforGeeks", 5);

 // Assigns 10 occurrences of 'x'

    // to str

    str.assign(10, 'x');

 // Assigns all characters between

    // str.begin()+6 and str.end()-0 to str1

    str1.assign(str.begin()+6, str.end()-0);

// applicable for all

void assignDemo(string str)

{

    string str1;

    // Assigns all characters between

    // str.begin()+6 and str.end()-0 to str1

    str1.assign(str.begin()+6, str.end()-0);

    cout << "After assign() : ";

    cout << str1;

}

// Driver code

int main()

{

    string str("Hello World!");

    cout << "Original String : " << str << endl;

    assignDemo(str);

    return 0;

}

ERASE:

    string str="This is a java tutorial";   // This is java tutorial

    str.erase(8,1);  // ( index , yast )

  string str="java programming";

![JavaTpoint](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD/2wBDAAgGBgcGBQgHBwcJCQgKDBQNDAsLDBkSEw8UHRofHh0aHBwgJC4nICIsIxwcKDcpLDAxNDQ0Hyc5PTgyPC4zNDL/2wBDAQkJCQwLDBgNDRgyIRwhMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjL/wgARCABkAAEDAREAAhEBAxEB/8QAFgABAQEAAAAAAAAAAAAAAAAAAAUH/8QAGAEBAAMBAAAAAAAAAAAAAAAAAAEEBQL/2gAMAwEAAhADEAAAAN9rdCPrX5NuMwx88AAAD//EABgQAAIDAAAAAAAAAAAAAAAAAAMQFTBR/9oACAEBAAE/AHBA2r//xAAXEQADAQAAAAAAAAAAAAAAAAACEBQw/9oACAECAQE/AHWWX//EABYRAAMAAAAAAAAAAAAAAAAAABARMP/aAAgBAwEBPwAqX//Z)

|  |
| --- |
| **C++ String erase()** This function removes the characters as specified, reducing its length by one. Syntax Consider a string str. Syntax would be:   1. str.erase(pos,len); 2. str.erase(itr); 3. str.erase(first,last);  Parameter  * **pos** :It defines the position of the character which is to be removed. * **len** :It defines the number of characters to be erased. * **Itr** : It is an iterator to the character to be removed. * **Range(first,last)**: It defines the range within the string to be removed.  Return value It returns \*this. Example 1 Let's see a simple example when pos and len are given:   1. #include<iostream> 2. using namespace std; 3. **int** main() 4. { 5. string str="This is a java tutorial"; 6. str.erase(8,1);  // it should have two parames, one index and other how many characters 7. cout<<str; 8. **return** 0; 9. }   **Output:**  This is java tutorial Example 2 Let's see a simple example when iterator is passed in a parameter:   1. #include<iostream> 2. using namespace std; 3. **int** main() 4. { 5. string str="java programming"; 6. str.erase(str.begin()+11); 7. cout<<str; 8. **return** 0; 9. }   **Output:**  java programing |

    str.erase(str.begin()+11);

  str.erase(str.begin()+24,str.end());

The datatype size\_t is unsigned integral type. It represents the size of any object in bytes and returned by sizeof operator. It is used for array indexing and counting.

#include <iostream>

#include <string>

using namespace std;

int main()

{

string str = "geeksforgeeks a computer science";

string str1 = "geeks";

// Find first occurrence of "geeks"

size\_t found = str.find(str1);

if (found !=string::npos)

cout << "First occurrence is " << found << endl;

// Find next occurrence of "geeks". Note here we pass

// "geeks" as C style string.

char arr[] = "geks";

found = str.find(arr, found+1);

if (found != string::npos)

cout << "Next occurrence is " << found << endl;

return 0;}

  // Find first occurrence of 'g'

    size\_t found = str.find(c);

    if (found != string::npos)

        cout << "First occurrence is " << found << endl;

    // Find next occurrence of 'g'

    found = str.find(c, found+1);

**const char\*** and **char const\*** (both are same) says that the pointer can point to a constant char and value of char pointed by this pointer cannot be changed. But we can change the value of pointer as it is not constant and it can point to another constant char.

**char\* const** says that the pointer can point to a char and value of char pointed by this pointer can be changed. But we cannot change the value of pointer as it is now constant and it cannot point to another char.

**const char\* const** says that the pointer can point to a constant char and value of int pointed by this pointer cannot be changed. And we cannot change the value of pointer as well it is now constant and it cannot point to another constant char.

Thumb rule is to naming syntax from right to left.

// constant pointer to constant char

const char \* const

// constant pointer to char

char \* const

// pointer to constant char

const char \*

1. **int** k= str1.compare(str2);

* k==0 : If k contains value zero, it means both the strings are equal.
* k!=0 : If k does contain value zero, it means both the strings are unequal.
* k>0 : If k contains value more than zero, either the value of the first character is greater in the compared string or all the compared characters match but the compared string is longer.
* k<0 : If k contains value less than zero, either the value of the first character is lower in the compared string or all the compared characters match but the compared string is shorter.

   string str1="Hello";

   string str2="javatpoint";

**int** k= str1.compare(str2);

**if**(k==0)

         cout<<"Both the strings are equal";

**else**         cout<<"Both the strings are unequal";  }

swap fn :[]

string r = "10";

string m = "20"

r.swap(m);

SIZE -- > gives length()

string str ="Welcome to the javatpoint tutorial";

**int** size = str.size();

cout << "length of the string is :" <<size;

REPLACE ------------------------------------------

#include<iostream>

using namespace std;

int main()

{

string str1 ="This is C language";

string str3= "java";

cout <<"Before replacement, String is "<<str1<<'\n';

str1.replace(8,3,str3); //(where ,yast, str , yast from str)

cout<<"After replacement,String is "<<str1<<'\n';

return 0;

}

string str1="This is C language";

cout<<"Before replacement,string is"<<str1<<'\n';

str1.replace(8,1,"C##",2); // This is C ## language

KEYWORD :: Count in c++

#include <bits/stdc++.h>

using namespace std;

int main()

{

    string str = "geeksforgeeks";

    cout << "Number of times 'e' appears : "

         << count(str.begin(), str.end(), 'e');

    return 0;

}

#include <bits/stdc++.h>

using namespace std;

int main()

{

    int arr[] = { 3, 2, 1, 3, 3, 5, 3 };

    int n = sizeof(arr) / sizeof(arr[0]);

    cout << "Number of times 3 appears : "

         << count(arr, arr + n, 3);

    return 0;

}

1. **Replace**

This function replaces the portion of string that begins at character position pos and spans len characters.

Syntax

Consider two strings str1 and str2. Syntax would be:

1. str1.replace(pos,len,str2);

Parameters

* **str :** str is a string object, whose value to be copied in another string object.
* **pos :** pos defines the position, whose character to be replaced.
* **len :** Number of characters to be replaced by another string object.
* **subpos :** It defines the position of the first character of string object that is to be copied to another object as replacement.
* **sublen :** Number of characters of string object to be copied into another string object.
* **n :** Number of characters to be copied into an another string object.

#include<iostream>

using namespace std;

**int**  main()

{

string str1 = "This is C language";

string str2 = "C++";

cout << "Before replacement, string is :"<<str1<<'\n';

str1.replace(8,1,str2);

cout << "After replacement, string is :"<<str1<<'\n';

**return** 0;

}

//2 nd programme

#include<iostream>

#include<cstring>

using namespace std;

int main()

{

string str1 = "This is C language";

string str2 = "C++";

cout << "Before replacement, string is :"<<str1<<'\n';

str1.replace((str1.find('C')),1,str2);

cout << "After replacement, string is :"<<str1<<'\n';

return 0;

}

BASICAAAS : 🡪

To print last character

#include<iostream>

#include<cstring>

using namespace std;

int main()

{

string s="hello";

char a[]="assjd";

int x=s.length();

cout<<s[x-1]; // prints the last character

cout<<s.length()-1; // prints the count

cout<<s[x-2]; // prints the second last character

int y=strlen(a);

cout<<a[y-1]; // pritnt slast charater

cout<<strlen(a)-1; // print len-1

}

// to count the no of occurences of “ aa ” in given string::🡪

#include <iostream>

using namespace std;

int test(string s)

{

int ctr\_aa = 0;

for (int i = 0; i < s.length() - 1; i++)

{

if (s.substr(i, 2) == "aa")

{

ctr\_aa++;

}

}

return ctr\_aa;

}

int main()

{

cout << test("bbaaccaag") << endl;

cout << test("jjkiaaasew") << endl;

cout << test("JSaaakoiaa") << endl;

return 0;

}

Pgm to print aababcabcd fron abcd (only function)

string test(string str)

#include <iostream>

using namespace std;

string test(string str)

{

string result = "";

for (int i = 0; i < str.length(); i++)

{

result += str.substr(0, i + 1);

}

return result;

}

int main()

{

cout << test("abcd") << endl;

cout << test("abc") << endl;

cout << test("a") << endl;

return 0;

}

Write a C++ program to count a substring of length 2 appears in a given string and also as the last 2 characters of the string. Do not count the end substring.

**Sample Solution**:

**C++ Code :**

#include <iostream>

using namespace std;

int test(string str)

{

string last\_two\_char = str.substr(str.length()-2);

int ctr = 0;

for (int i = 0; i < str.length()-2; i++)

{

if (str.substr(i, 2) == (last\_two\_char)) ctr++;

}

return ctr;

}

int main()

{

cout << test("abcdsab") << endl;

cout << test("abcdabab") << endl;

cout << test("abcabdabab") << endl;

cout << test("abcabd") << endl;

return 0;

}

SORT function to sort the given array

#include<iostream>

#include<algorithm>

using namespace std;

int main()

{

int a[]={3,5,1,2};

int l=sizeof(a)/sizeof(a[0]);

sort(a,a+l);

for(int i=0;i<l;i++){

cout<<a[i]<<" ";

}

}

# **C++ String erase()**

This function removes the characters as specified, reducing its length by one.

## Syntax

Consider a string str. Syntax would be:

1. str.erase(pos,len);
2. str.erase(itr);
3. str.erase(first,last);

## Parameter

* **pos** :It defines the position of the character which is to be removed.
* **len** :It defines the number of characters to be erased.
* **Itr** : It is an iterator to the character to be removed.
* **Range(first,last)**: It defines the range within the string to be removed.

#include<iostream>

using namespace std;

**int** main()

{

    string str="This is a java tutorial";

    str.erase(8,1);

    cout<<str;

**return** 0;

}

 C++ program to create a new string of the characters at indexes 0,1, 4,5, 8,9 ... from a given string

string s="abcdefghijk";

cout<<s.erase(5); // deletes everything after index

cout<<s.erase(3,2); // from poition 3 , 2 items will be deleted

cout<<s.erase(3,1); // to remove any particular element

int main(){

string s="python";

int l=s.length();

for(int i=0;i<l;i++){

if(i%2==0){

cout<<s[i]<<" ";

}

else{

cout<<s[i]<<" ";

i+=2;

}

} }

Pgm to print tables upto given number

#include <iostream>

#include<algorithm>

using namespace std;

int main(){

int res;

cout<<"enter no:";

cin>>res;

for(int i=1;i<=10;i++){

for(int j=1;j<res;j++){

cout<<j<<"\*"<<i<<"="<<j\*i<<" ";

}

cout<<endl;

}

}

Pgm to print patttternn (1 to 10)

#include <iostream>

#include<algorithm>

using namespace std;

int main(){

int n;

for(int i=0;i<5;i++){

static int k=0;

for(int j=0;j<i;j++){

cout<<k+1<<" ";

k++;

}

cout<<endl;

}

}
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C++ Exercises: Find the frequency of each digit in a given integer

**Sample Solution**:-

**C++ Code :**

#include <iostream>

using namespace std;

int main()

{

int n, i, j, ctr, r;

cout << "\n\n Find frequency of each digit in a given integer:\n";

cout << "-----------------------------------------------------\n";

cout << " Input any number: ";

cin >> n;

for (i = 0; i < 10; i++)

{

cout << "The frequency of " << i << " = ";

ctr = 0;

for (j = n; j > 0; j = j / 10)

{

r = j % 10;

if (r == i)

{

ctr++;

}

}

cout << ctr << endl;

}

}

**C++ pgm to print checkboard**

#include <iostream>

using namespace std;

int main()

{

int i, j, rows;

string b, w, t;

b = "black";

w = "white";

cout << "\n\n Display checkerboard pattern with the words 'black' and 'white':\n";

cout << "---------------------------------------------------------------------\n";

cout << " Input number of rows: ";

cin >> rows;

for (i = 1; i <= rows; i++)

{

for (j = 1; j <= rows; j++)

{

if (j % 2 != 0)

{

cout << b;

if (j < rows)

{

cout << "-";

}

}

else if (j % 2 == 0)

{

cout << w;

if (j < rows)

{

cout << "-";

}

}

}

t = b;

b = w;

w = t;

cout << endl;

}

}

C++ pgm to sort the words in a given string

#include <iostream>

using namespace std;

int main(){

string s="python";

char temp;

for(int i=0;i<s.length();i++){

for(int j=i+1;j<s.length();j++){

if (s[i]>s[j]){

temp=s[i];

s[i]=s[j] ;

s[j]=temp;

}

}

}

cout<<s;

}

Pgmmm to reverse a whole string ;

#include <iostream>

#include<algorithm>

using namespace std;

int main(){

int c=0;

string t;

string s="python is a great language";

for(int i=s.length();i>0;i--)

{

if (s[i]!=' '){

t+=s[i];

}

else

break;

}

reverse(t.begin(),t.end());

cout<<t;

}

Pgm to print the words in reverseeeee

#include <iostream> /// my name is Vinayak

#include<algorithm> //// vinayak is name my

using namespace std;

int main(){

int c=0;

string t,r;

string s="python is a great language";

for(int i=s.length()-1;i>=0;i--){

if(s[i]==' '){

r+=s.substr(i);

s.erase(i);

}

}

cout<<r;

cout<<" "<<"python";

}

**PPPgm to insert hyphen (-) in between two odd numbers**

#include <iostream>

#include<algorithm>

using namespace std;

int main(){

int n=1345789;

string s=to\_string(n);

for(int i=0;i<s.length();i++){

int x=int(s[i]);

int y=int(s[i+1]);

if(x%2!=0 && y%2!=0){

cout<<s[i]<<'-';

}

else

cout<<s[i];

}

}

To find the elemnts which are present only in array by I.e. unique elements in an array using xor operation

#include <iostream>

using namespace std;

int main()

{

int a1[]={1,2,3,4,5,6};

int a2[]={3,2,1};

for(int i=0;i<6;i++){

int f=0;

for(int j=0;j<3;j++){

if((a1[i] ^a2[j])!=0)

continue;

else

f=1;

}

if(f==0)

cout<<a1[i]<<" ";

}

To find only the common elements in both arrays i.e. the elemnts present only in both arrys ,common to both arrays

#include <iostream>

using namespace std;

int main()

{

int a1[]={1,2,4,5,6};

int a2[]={3,2,1};

for(int i=0;i<5;i++){

for(int j=0;j<3;j++){

if((a1[i]^a2[j])==0)

{ cout<<a1[i]<<" ";}

}

}

}

Pgm to count the number of ones 1’s or any other number in a given range

#include <iostream>

#include<cmath>

using namespace std;

int main(){

int ct=0;

for(int i=1;i<=12;i++) {

string s;

s=to\_string(i);

for(int j=0;j<s.length();j++){

if(s[j]=='1')

{ct++;

break;

}}

}

cout<<ct;

}

C++ Algorithm **max()** function can be used in following 3 ways:

* It compares the two values passed in its arguments and **returns the larger between them**. If both are equal, then it returns the first one.
* It also compares the two values using a **binary function** which is defined by the user, and then passed as an argument in std::max().
* It is also used to find the **largest element in a given list**, and it returns the first one if there are more than one are largest in the list.

#include <iostream>     // std::cout

#include <algorithm>    // std::max

**bool** comp(**int** a, **int** b)

{

**return** (a < b);

}

**using** **namespace** std;

**int** main () {

  cout << "max(1,2)==" << max(1,2) << '\n';

  cout << "max(2,1)==" << max(2,1) << '\n';

  cout << "max('a','z')==" << max('a','z') << '\n';

  cout << "max(3.14,2.73)==" << max(3.14,2.73) << '\n';

 cout << max(a,b,comp);

cout << "Maximum element is: "<< max({1, 2, 3, 4, 5, 10, -1, 7},comp) << "\n";

**return** 0;

}

|  |  |
| --- | --- |
| **char s[10]= “abcd”** | **char \*s= “stuv”** |
| s[] is an array | \*s is a pointer |
| sizeof(s) = 10 bytes | sizeof(\*s) = 4 bytes |
| ‘abcd’ is stored in stack section of memory | ‘stuv’ is stored in code section of memory, whereas \*s is stored in a stack section of memory |
| char s[10] = “abcd”  s= “hello”; //  This code is invalid as s is an address and string constant is also an address, so it is impossible. | char \*s = “stuv”;  s=” Ninja”; // This code is valid |
| s++ in invalid in array | s++ is valid in pointer |
| char s[10] = “abcd”;  S[0] = ‘b’ // This code is valid. | char \*s = “stuv”;  s[0] =”r” // This code is invalid |
| We can edit the elements in s[] array | We cannot edit the elements in \*s pointer |

**Difference between Dot(.) and Arrow(->) operator:**

* The Dot(.) operator is used to normally access members of a structure or union.
* The Arrow(->) operator exists to access the members of the structure or the unions using pointers.